# **Módulo 1**

# **Conceptos fundamentales de la programación en Python**

**Características básicas de Python:**

Aplicaciones de Python:

Tipo de objetos:

* Objetos tipo int
* Objetos tipo Punto Flotante ( float )
* Objetos tipo complex
* Objetos tipo bool

**Secuencias y colecciones**

* **Mapeo**
* **Conjuntos**
* Concepto de Mutable e Inmutable
* Variables y constantes:
* Constantes incorporadas:
* Casting:

Operadores

* Operadores aritméticos.
* Reglas de precedencia en operaciones aritméticas.
* Operadores de comparación o relacionales.
* Operadores lógicos.
* Operadores de asignación.
* Operadores de identidad.

Bloques

* Indentación de bloques de código.

Condicionales If.

Estructura de coincidencia match case.

Bucles:

* Bucles While:
* Modificación de ejecución en un bucle while.
* break:
* continue

Conceptos fundamentales de la programación en Python

**Características básicas de Python:**

|  |
| --- |
| import sys  print(sys.version)  Muestra la versión de Python que tienes instalada.  >>python --version |
| license():  Muestra la licencia bajo la cual está distribuida la versión de Python que tienes instalada. |
| credits():  Muestra información sobre los desarrolladores y los equipos que contribuyeron a la creación de Python |

Las características que hacen de Python un lenguaje tan popular y poderoso son:

* Sintaxis muy clara y legible.
* Fuerte capacidad de introspección.
* Orientación a objetos intuitiva.
* Expresión del código procedimental.
* Altamente modular, soporta paquetes jerárquicos.
* Uso de excepciones para el manejo de errores.
* Tipos de datos dinámicos de alto nivel.
* Extensa biblioteca estándar (STL) y módulos de terceros para prácticamente todas las tareas.
* Extensiones y módulos fácilmente escritos en C, C++ (o Java para Jython, o. NET para IronPython).
* Altamente integrable dentro de las aplicaciones como una interfaz de scripting.

Aplicaciones de Python:

Al ser un lenguaje multipropósito y altamente portable, Python se ha utilizado para desarrollar

* Aplicaciones de escritorio.
* Aplicaciones web.
* Análisis de datos.
* Administración de servidores.
* Seguridad y análisis de penetración.
* Cómputo en la nube.
* Cómputo científico.
* Procesamiento de lenguaje natural.(NLP)
* Visión artificial.
* Animación, videojuegos e imágenes generadas por computadora.
* Aplicaciones móviles.
* Machine Learning y Deep Learning
* Y mucho mas.

**Tipo de objetos:**

En Python todo son objetos. En un primer momento diferenciaremos los objetos tipo funciones de los usados para guardar datos.

Dentro de los usados para guardar datos tendremos los objetos que permiten guardar solo uno y las colecciones que permiten guardar múltiples objetos

En los objetos de un dato tenemos los numéricos enteros y flotantes, los booleanos y los strings (str)

En las colecciones veremos las tuplas, listas, diccionarios, set y frozensets.

Ademas hay objetos que se agregan mediante de las librerías (DataFrames, Arrays, etc.)

|  |
| --- |
| **Cuadro básico de tipos de objetos** |
| * int: Representa números enteros. * float: Representa números de punto flotante (con decimales). * complex: Representa números complejos (parte real e imaginaria). * bool: Representa valores de verdad (True o False). * str: Representa cadenas de texto. * list, tuple, range: Representan secuencias de elementos. * dict: Representa un diccionario de clave-valor. * set, frozenset: Representan conjuntos mutables e inmutables.   Mutabilidad e Inmutabilidad:  Objetos mutables pueden cambiar después de su creación (ejemplos: listas, diccionarios).  Objetos inmutables no pueden cambiar después de su creación (ejemplos: cadenas, tuplas).  La elección entre mutabilidad e inmutabilidad afecta al rendimiento y la seguridad del programa.  Variables y Constantes:  Una variable es un nombre que se asigna a un dato en memoria.  Las variables en Python son dinámicamente tipadas.  Las constantes son valores que no cambian durante la ejecución.  En Python, no existe una forma de declarar constantes, pero se usa convención de nomenclatura (mayúsculas) para indicarlas. |

**Objetos tipo int:**

Python int son objetos para representar números enteros (aquellos números que no tienen parte decimal o fracciones ni decimales)

Definición y Creación:

El interprete reconoce estos datos numéricos enteros y asigna el tipo de objeto

Operaciones Aritméticas:

Los enteros admiten operaciones aritméticas estándar (suma, resta, multiplicación, división exponenciación, radicación, etc)

El tamaño de un int en Python no es fijo y puede variar según la plataforma. Sin embargo, los enteros son representados internamente usando una cantidad de bytes fija. Por ejemplo, en una plataforma de 64 bits, el rango típico para un int es de -9,223,372,036,854,775,808 a 9,223,372,036,854,775,807.

**Operaciones Bit a Bit:**

Los enteros también admiten operaciones bit a bit, como AND, OR, XOR y desplazamientos:

a = 5 # Representación binaria: 101

b = 3 # Representación binaria: 011

resultado\_and = a & b # AND bit a bit: 001 (resultado = 1)

resultado\_or = a | b # OR bit a bit: 111 (resultado = 7)

resultado\_xor = a ^ b # XOR bit a bit: 110 (resultado = 6)

desplazamiento\_izq = a << 2 # Desplazamiento izquierdo: 10100 (resultado = 20)

Objetos tipo Punto Flotante ( float ):

Los números de punto flotante son una aproximación de los números reales en matemáticas. Deben ser utilizados teniendo en cuenta las consideraciones de su implementación y precisión (que no son una limitante de Python en sí mismo, sino de los sistemas computacionales).

Pueden especificarse también en notación científica.

Peligro con los flotantes

**﻿﻿**Hay que estar atentos a las operaciones y lógica realizadas con punto flotante. Al comparar sin tener en cuenta la precisión, podemos encontrar resultados 'inesperados'

Python float son objetos para representar números reales o de punto flotante, es decir, números con una parte entera y una parte fraccionaria (decimal).

**Precaución:** En operaciones matemáticas con números float pueden surgir problemas de precisión y redondeo en ciertas operaciones. Estas son limitaciones de precisión inherentes a la aritmética de punto flotante.

**Representación numérica:** Los números de punto flotante en Python siguen la representación estándar IEEE 754 para aritmética de punto flotante, lo que permite representar números con precisión limitada.

**Sintaxis:** Los números de punto flotante se pueden escribir en notación decimal utilizando el punto decimal para separar la parte entera de la parte fraccionaria. También se pueden escribir en notación científica utilizando la letra "e" o "E" para indicar la potencia de 10.

num = 2.5e3 # Equivalente a 2500.0

**Comparación:** Debido a la representación finita de los números de punto flotante, es importante tener en cuenta las limitaciones de comparación exacta. A menudo, es recomendable utilizar una tolerancia (epsilon) para comparar números de punto flotante en lugar de hacer comparaciones exactas.

**Limitaciones de precisión:** Los números de punto flotante tienen una precisión limitada. Esto significa que no todos los números reales pueden representarse con precisión. Al realizar cálculos, especialmente operaciones repetidas, puede acumularse un error debido a la representación finita.

**Funciones y métodos:** Python proporciona varias funciones y métodos incorporados para trabajar con números de punto flotante. Algunos ejemplos incluyen round(), abs(), math.sqrt(), math.sin(), etc.

**Infinito y NaN:** El tipo float también puede representar valores especiales como infinito (positivo o negativo) y NaN (Not-a-Number), que se utilizan para indicar resultados no válidos o indefinidos en cálculos.

|  |
| --- |
| import sys  print('Información tipo de dato float: { sys.float\_info }')  print('Información tipo de dato int: { sys.int\_info}')  print('Tamaño máximo entero: { sys.maxsize}') |

-

**Objetos tipo complex:**

Python complex son objetos para representar números complejos, que son números que constan de una parte real y una parte imaginaria. Un número complejo se denota en la forma a + bj, donde a es la parte real y b es la parte imaginaria, y j es la unidad imaginaria que cumple con la propiedad j^2 = -1.

Los objetos complex son especialmente útiles en matemáticas y en aplicaciones científicas y de ingeniería donde se tratan números complejos, como análisis de señales, sistemas lineales y procesamiento de imágenes.

**Creación de números complejos:** utilizando la función complex() o directamente escribiendo la parte real e imaginaria con la unidad imaginaria j.

dato = complex(3, 4)

dato = 3 + 4j

real\_part = dato.real # 3.0

imag\_part = dato.imag # 4.0

Funciones matemáticas y módulo:

Python proporciona funciones matemáticas para trabajar con números complejos, como abs(), que devuelve la magnitud (distancia al origen) del número complejo, y cmath para funciones trigonométricas, exponenciales y logarítmicas.

dato = 3 + 4j

magnitude = abs(dato) # 5.0

phase = cmath.phase(dato) # 0.93 (en radianes)

Objetos tipo bool:

Objeto bool o boleano

Ver álbebra de Boole en electrónica y en especial en cpu

El objeto bool o boleano que en python son: True o False , heredan de la clase int , o sea True toma valor 1 y False valor 0 y se pueden hacer todas las operaciones aritméticas.

Python bool son objetos para representar un valor de verdad, es decir, un valor que puede ser verdadero (True) o falso (False). Los valores booleanos son fundamentales en la programación, ya que se utilizan para tomar decisiones y controlar el flujo del programa.

True:

El valor True representa la afirmación verdadera. Se utiliza para indicar que una condición es cierta o que algo es verdadero.

False:

El valor False representa la afirmación falsa. Se utiliza para indicar que una condición no es cierta o que algo es falso.

El resultado de una condición siempre es una booleana. Si no hay condición explícita se toma como is True. Son esenciales para construir estructuras de control y tomar decisiones en la programación, permitiendo que los programas reaccionen de manera inteligente a diferentes condiciones y entradas.

Objetos tipo strings:

Python string o cadena de texto son objetos para representar secuencias de caracteres. Son fundamentales en Python y se utilizan ampliamente en la programación para manipular y representar información textual.

Tengan en cuenta que los caracteres pueden ser números, letras, simbolismo, etc.

Representación:

Una cadena se representa colocando el texto entre comillas simples (') o comillas dobles (")

Si se genera Con un conjunto el string tenga una linea, con triple juegos de comillas (''' o """) para múltiples lineas .

Codificaciones:

Las cadenas se manejan internamente como secuencias de Unicode, lo que permite trabajar con caracteres de varios idiomas y símbolos. Para codificaciones específicas (como UTF-8), puedes usar funciones como encode() y decode() para convertir entre cadenas Unicode y bytes codificados.

|  |
| --- |
| cadena\_unicode = u'\u00a1\u0050\u0079\u0074\u0068\u006f\u006e \u0065\u0073 \u0074\u0072\u0065\u006d\u0065\u006e\u0064\u006f\u0021'  print(cadena\_unicode)  frase = 'Python es tremendo!'  print(frase)  print(type(frase))  cadena\_bytes = bytes(frase, 'utf-8')  print(cadena\_bytes)  print(type(cadena\_bytes)) |

Indexación y slicing:

Puedes acceder a caracteres individuales en una cadena utilizando índices numéricos. El primer caracter tiene un índice de 0 el segundo un 1 hasta el ultimo siempre con némeros enteros positivos.

Puedes segmentar una cadena con slicing para obtener subcadenas usando la notación [inicio:fin].

Inmutabilidad:

Las cadenas en Python son inmutables, lo que significa que no se pueden modificar después de su creación.

Longitud de la Cadena:

Puedes obtener la longitud de una cadena utilizando la función len().

**Comparación de Cadenas**:

Las cadenas se pueden comparar utilizando operadores de comparación como ==, !=, <, >, <= y >=. Las comparaciones se basan en el orden lexicográfico (orden alfabético).

Raw Strings:

Los "raw strings" (cadenas sin procesar) se crean colocando una r antes de las comillas iniciales. En estas cadenas, las secuencias de escape (como \n o \t) se interpretan literalmente, lo que es útil cuando se trabaja con expresiones regulares y rutas de archivos en sistemas operativos.

Veremos en profundidad todos los métodos y atributos de la clase string en el módulo 2

Resumen de tipos de objetos:

En Python, existen varios tipos de datos el interprete encasilla dentro de objetos predefinidos, incluyen números, cadenas de texto, coleciones (listas, tuplas, conjuntos, diccionarios, etc – módulo 2 y 3). Los tipos de datos se utilizan para representar diferentes objetos con diferentes métodos y atributos. Las librerías agregan nuevas clases de objetos con sus métodos y atributos propios

﻿﻿**bool:** de verdadero o falso, para comprobar si un elemento cumple una condición o para usarlo en bucles.

**Númericos**

**int:** para números enteros, es decir, sin decimales.

**float:** de coma flotante, es decir, números con decimales (la coma flotante es la expresión para referirse a ellos).

**complex:** números complejos, es decir, números con parte imaginaria. Son raramente usados en programación.

**Secuencias y colecciones**

**str:** para cadenas de caracteres.

**list:** para hacer listas.

**tuple:** para hacer tuplas, listas inmodificables.

**range:** para hacer listas inmutables con números enteros en sucesión aritmética.

**array:** mediante librerías Ej array, numpy

**dataframes:** de Pandas

**Mapeo**

**dict:** diccionario; para relacionar un nombre o definición a una clave. Al escribir la clave te saldrá el nombre o definición correspondiente.

**Conjuntos**

**set:** para conjuntos mutables (modificables).

**frozenset:** para conjuntos inmutables (invariables).

**Concepto de Mutable e Inmutable:**

En Python todo son objetos, desde un numero entero a una función. Los objetos de almacenamiento de datos se clasifican en dos categorías principales: **mutables e inmutables**. Esta clasificación se refiere a la capacidad de un objeto de cambiar su valor o contenido después de su creación.

Un objeto mutable es aquel cuyo valor o contenido puede ser modificado después de su creación. En otras palabras, los objetos mutables pueden ser alterados mediante la modificación de su contenido sin cambiar su identidad. Por ejemplo, las listas y los diccionarios son objetos mutables en Python. Podemos agregar, eliminar o modificar elementos de una lista o diccionario sin crear un nuevo objeto.

Por otro lado, un objeto inmutable es aquel cuyo valor o contenido no puede ser modificado después de su creación. En otras palabras, los objetos inmutables no pueden ser alterados mediante la modificación de su contenido sin cambiar su identidad. Por ejemplo, las cadenas y las tuplas son objetos inmutables en Python. No podemos modificar los caracteres de una cadena o los elementos de una tupla después de su creación.

Es importante tener en cuenta que la mutabilidad e inmutabilidad de un objeto en Python también puede afectar su rendimiento y uso de memoria, por lo que es importante elegir la estructura de datos adecuada según los requisitos de cada caso de uso.

Importancia de la Mutabilidad:

**Eficiencia:** Los objetos inmutables pueden ser más eficientes en términos de memoria y rendimiento. Como no pueden cambiar, es más fácil para Python optimizar su uso en memoria.

**Seguridad:** Los objetos inmutables son más seguros en situaciones donde no deseas que los datos se modifiquen accidentalmente o de manera no deseada. Esto puede ser importante en la programación concurrente o en la manipulación de datos críticos.

**Asignación y Copias:** Comprender la mutabilidad es fundamental al tratar con asignaciones y copias de objetos. En objetos mutables, si asignas un objeto a otra variable, ambas variables se referirán al mismo objeto en memoria. En objetos inmutables, se crea una nueva copia del objeto cuando asignas o modificas.

**Inmutabilidad de Cadenas:** Las cadenas inmutables son útiles para garantizar que los datos de texto no cambien accidentalmente, lo que es crucial en situaciones como manipulación de contraseñas o comparaciones constantes.

|  |
| --- |
| Objetos Mutables:  Los objetos mutables permiten cambios en su contenido después de la creación.  Cuando se modifica un objeto mutable, este se modifica en su lugar en la memoria, sin necesidad de crear un nuevo objeto.  Ejemplos de objetos mutables en Python incluyen listas, diccionarios y conjuntos.  Objetos Inmutables:  Los objetos inmutables no permiten cambios en su contenido después de la creación.  Cuando se intenta modificar un objeto inmutable, se crea un nuevo objeto con el valor modificado en lugar de cambiar el original.  Ejemplos de objetos inmutables en Python incluyen cadenas (strings), tuplas y números (enteros, flotantes, etc.). |

Variables y constantes:

En Python, una variable es un nombre que se asigna a un dato en memoria y se utiliza para referirse a ese valor en el programa. El valor puede ser un número, una cadena de texto, una lista o cualquier otro objeto en Python.

Python posee un puñado de constantes. Y no se pueden definir por el usuario.

Nombres de variables:

* Los nombres de variables en Python deben comenzar con una letra o un guion bajo.
* No pueden comenzar con un número o contener caracteres especiales, como @, !, o $.
* Además, los nombres de variables no pueden ser palabras reservadas en Python, como if, while, for, etc. ( ver max, min, etc)
* Los nombres de los objetos deben ser descriptivos, en minúsculas (salvo que se desee aclarar que el contenido es constante) y en snake case. Las clases van con las primer letra en mayúscula, en una mezcla de Pascal case y snake case

En este caso, x es una variable que se asigna al valor 10, y nombre es una variable que se asigna a la cadena de texto "Juan".

nombre = “Juan“ # se guarda en memoria Juan el interprete lo designa como string y se le da la etiqueta nombre

valor\_eje\_x=10 # se guarda en memoria 10 el interprete lo designa como int y se le da la etiqueta valor\_eje\_x

En Python, las variables son dinámicamente tipadas, lo que significa que el tipo de datos de la variable se determina automáticamente en tiempo de ejecución. Se ve claramente como se cambiaron los valores en la tercer celda de código.

Una constante, por otro lado, es un valor que no cambia durante la ejecución del programa. En Python, no existe una forma de declarar explícitamente una constante, pero se puede utilizar una convención de nomenclatura para indicar que un valor no debe cambiar.

Constantes incorporadas:

El programador no puede crear constantes como en otros lenguajes (“C” por ejemplo).

Ejemplos en C y Java

|  |
| --- |
| #define PI 3.14159  const int edad = 30;  Características de las constantes en C:  Las constantes definidas con #define son reemplazadas en tiempo de preprocesamiento.  Las constantes definidas con const son almacenadas en memoria.  final double PI = 3.14159;  Las constantes en Java son utilizadas para representar valores fijos y predefinidos que no cambian durante la ejecución del programa. |

Estos objetos simplemente no existen en Python

En python hay un pequeño número de constantes viven en el espacio de nombres incorporado.

Los nombres: **None, False, True y \_\_debug\_\_** no se pueden reasignar (asignaciones a ellos, incluso como un nombre de atributo, lanza SyntaxError ), por lo que pueden considerarse constantes «verdaderas».

**False:**El valor falso del tipo bool.

**True:** El valor verdadero del tipo bool.

Las asignaciones a False o True son ilegales y generan un SyntaxError.

**None:**  None is the sole instance of the NoneType type.

**NotImplemented:**  DeprecationWarning

**Ellipsis:** Lo mismo que la elipsis literal «...». Valor especial que se utiliza principalmente junto con la sintaxis de segmentación extendida para tipos de datos de contenedor definidos por el usuario.``Ellipsis`` es la única instancia del tipo types.EllipsisType.

**\_\_debug\_\_:** Esta constante es verdadera si Python no se inició con una opción -O. Vea también la instrucción assert.

Otras se pueden agregar mediante librerías

Constantes agregadas por el módulo site

El módulo site (que se importa automáticamente durante el inicio, excepto si se proporciona la opción -S en la línea de comandos) agrega varias constantes al espacio de nombres integrado. Son útiles para el intérprete interactivo y no deben usarse en programas.

quit(code=None)

exit(code=None)

Objetos que cuando se imprimen, muestra un mensaje como «Use quit() o Ctrl-D (i.e. EOF) to exit», y cuando se llama, lanza SystemExit con el código de salida especificado.

**PI = 3.1416 # no es lo mismo que math.py**

En este caso, PI es una variable que se utiliza como una constante, ya que se espera que su valor no cambie durante la ejecución del programa. Para que no quede como esperanza la comunidad tiene la regla que si el objeto es en mayúsculas – upper() se considera que no debe (pero si puede) ser modificada. Es una convención de la comunidad Python, una buena práctica de programación para hacer el código más legible y fácil de entender.

En notas al final encontraras una listas de constantes principalmente usadas en física

Casting:

El casting de datos, también conocido como conversión de tipos, se refiere a la acción de cambiar el tipo de objeto y valor de un datos a otro tipo y valor siempre que se cumplan ciertas reglas. En Python, puedes realizar conversiones de tipos utilizando funciones incorporadas que permiten cambiar entre tipos numéricos, cadenas y otros tipos de datos

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| |  | | --- | | # Casting de **string a entero**  numero\_str = "10"  numero\_int = int(numero\_str)# casting directo de string a int  print(f"Resultado: {numero\_int}") |   Salida esperada por consola   |  | | --- | | Resultado: 10 |   ·  Código Python   |  | | --- | | # Casting de **punto flotante a entero**  numero\_float = 3.14  numero\_int = int(numero\_float)# casting directo de float a int  print(f"Resultado: {numero\_int}") |   Salida esperada por consola   |  | | --- | | Resultado: 3 |   ·  Código Python   |  | | --- | | # Casting de **booleano a entero**  booleano = True  numero\_int = int(booleano)# casting directo de bool a int  print(f"Resultado: {numero\_int}") |   Salida esperada por consola   |  | | --- | | Resultado: 1 |   · |

·

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ·Código Python   |  | | --- | | # Casting de **entero a punto flotante**  numero\_int = 10  numero\_float = float(numero\_int)# casting directo de int a float  print(f"Resultado: {numero\_float }") |   Salida esperada por consola   |  | | --- | | Resultado: 10.0 |   ·  Código Python   |  | | --- | | # Casting de **string a punto flotante**  numero\_str = "3.14"  numero\_float = float(numero\_str))# casting directo de string a float  print(f"Resultado: {numero\_float }") |   Salida esperada por consola   |  | | --- | | Resultado: 3.14 |   Código Python   |  | | --- | | # Casting de **booleano a punto flotante**  booleano = False  numero\_float = float(booleano))# casting directo de bool a float  print(f"Resultado: {numero\_float }") |   Salida esperada por consola   |  | | --- | | Resultado: 0.0 |   · |

·

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Código Python   |  | | --- | | # Casting de **entero a string**  numero\_int = 10  numero\_str = str(numero\_int))# casting directo de int a string  print(f"Resultado: {numero\_str }") |   Salida esperada por consola   |  | | --- | | Resultado: "10" |   ·  Código Python   |  | | --- | | # Casting de **booleano a string**  booleano = True  numero\_str = str(booleano))# casting directo de string a bool  print(f"Resultado: {numero\_ str }") |   Salida esperada por consola   |  | | --- | | Resultado: "True" |   · |

Recuerda que el casting solo es posible si la conversión tiene sentido semántico. Por ejemplo, no es posible convertir una cadena de caracteres que no representa un número válido a entero o punto flotante.

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | # Casting de **string a binatio**  cadena = '1001'  entero = int(cadena, base=2)  print(f"Resultado: {entero }")  #1001 => 1\*10\*\*3 + 0\*10\*\*2 + 0\*10\*\*1 + 1\*10\*\*0 => 8 + 0 + 0 + 1 => # Ejercicio 60: Calcular la longitud de la hipotenusa de un triángulo rectángulo.  from math import sqrt  ab = float(input('Escriba el valor de la longitud del vértice AB: '))  bc = float(input('Escriba el valor de la longitud del vértice BC: '))  hipotenusa = sqrt(ab\*\*2 + bc\*\*2)  print('La longitud de la hipotenusa es: {}'.format(hipotenusa)) 9 |   Salida esperada por consola   |  | | --- | | Resultado: 9 |   · |

.

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | # Casting de **string(float) a int**  numero\_str = "3.14"  numero\_int = int(numero\_str))# casting directo de string con . decimal a int  print(f"Resultado: {numero\_int}") |   Salida esperada por consola   |  | | --- | | Traceback (most recent call last):  File "ejercicios.py", line xx, in <module>  numero\_int = int(numero\_str)  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  ValueError: invalid literal for int() with base 10: '3.14' |   · |

·

|  |  |  |
| --- | --- | --- |
| **divmod**() es una función, que devuelve el cociente y el resto al dividir el número **“A”** por el número **“B”** . (no puede ser un número complejo.)  El valor de retorno será el par de números positivos que consiste en el cociente y el resto obtenido al dividir **“A”** por **“B”**. En el caso de tipos de operandos mixtos, se aplicarán las reglas para los operadores aritméticos binarios.  Para los argumentos de números enteros, el valor de retorno será el mismo que (**“A”** // **“B”**, **“A”** % **“B”**.).  Código Python   |  | | --- | | tupla\_salida=**divmod**(5,2)  print(f"{tupla\_salida=}")  print ("\*"\*50)  tupla\_salida= **divmod**(13.5,2.5)  print(f"{tupla\_salida=}")  print ("\*"\*50) |   Salida esperada por consola   |  | | --- | | tupla\_salida=(2, 1)  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  tupla\_salida=(5.0, 1.0)  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |   · |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | # Casting de negativo a valor **absoluto**  numero = -3.14159  absoluto = **abs**(numero)# casting directo de entero a binario  print(f"Resultado: {absoluto }") |   Salida esperada por consola   |  | | --- | | Resultado: 3.14159 |   · |

·

|  |  |
| --- | --- |
| Código Python   |  | | --- | | # Casting de **entero** que deseas convertir a formato **binario**  numero = 10  numero\_binario = **bin**(numero)# casting directo de entero a binario  print(f"Resultado: {numero\_binario } con prefijo")  print(f"Resultado: {numero\_binario[2:]} sin priefijo") |   · |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | # Casting de **entero** que deseas convertir a formato **binario**  numero = 10  numero\_binario = **bin**(numero)# casting directo de entero a binario  print(f"Resultado: {numero\_binario } con prefijo")  print(f"Resultado: {numero\_binario[2:]} sin priefijo") |   Salida esperada por consola   |  | | --- | | Resultado: 0b1010 con prefijo  Resultado: 1010 sin priefijo |   · |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | # Casting a un número **complejo** a partir de dos enteros (parte real y una parte imaginaria).  # Crear un número complejo con parte real e imaginaria  complejo1 = complex(3, 4)  # Crear un número complejo solo con parte real (imaginaria es 0)  complejo2 = complex(2)  # Crear un número complejo con parte imaginaria (real es 0)  complejo3 = complex(0, 1)  # Crear un número complejo desde una cadena  string = "2+3j"  complejo4 = complex(string)  print(f"{complejo1=}")  print(f"{complejo2=}")  print(f"{complejo3=}")  print(f"{complejo4=}") |   Salida esperada por consola   |  | | --- | | complejo1=(3+4j)  complejo2=(2+0j)  complejo3=1j  complejo4=(2+3j) |   · |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | # Casting de entero a valor **hexadecimal** (base 16)  numero = 255  hexadecimal = **hex**(numero)# casting directo de entero a hexadecimal  print(f"Resultado: { hexadecimal }") |   Salida esperada por consola   |  | | --- | | Resultado: 0xff |   · |

·

|  |  |  |
| --- | --- | --- |
| ·Código Python   |  | | --- | | # Casting de entero a valor **octal** (0 a7)  numero = 15  octal = **oct**(numero)# casting directo de entero a octal  print(f"Resultado: {octal }") |   Salida esperada por consola   |  | | --- | | Resultado: 0o17 |   · |

·

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ·La función ascii() en Python devuelve una cadena que contiene una representación legible de los caracteres ASCII en la cadena especificada. Los caracteres no ASCII se representan utilizando la secuencia \x, \u o \U.  Código Python   |  | | --- | | # Casting de **unicode** a formato **ASCII**  texto = """¡¡¡Python es genial!!!  y es re facil"""  salida\_ascii = **ascii**(texto)# casting unicode a ASCII  print(f"Resultado: {salida\_ascii }") |   Salida esperada por consola   |  | | --- | | Resultado: '\xa1\xa1\xa1Python es genial!!!\n y es re facil' |   Código Python   |  | | --- | | # Casting de **caracter** a formato valor tabla **ASCII**  caracter = "A"  salida\_ascii = **ord**(caracter)# casting caracter a valor tabla ASCII  print(f"Resultado valor tabla ASCII: {salida\_ascii }") |   Salida esperada por consola   |  | | --- | | Resultado valor tabla ASCII: 65 |   Código Python   |  | | --- | | # Casting de **ASCII** a formato **caracter**  entrada\_valor\_ascii = 65  salida\_caracter = **chr**(entrada\_valor\_ascii)# casting ASCII a caracter  print(f"Resultado caracter: {salida\_caracter }") |   Salida esperada por consola   |  | | --- | | Resultado caracter: A |   · |

·

|  |  |  |
| --- | --- | --- |
| ·Colecciones a tuplas (**tuple**)  a conjuntos (**set**)  a ¿conjuntos congelado? (**frozenset**)  a listas (**list**)  a diccionarios (**dict**)  Código Python   |  | | --- | | objeto = [1,5,9,4,1,3,7,4,6,8,7,1,3,2,9,1,0]  print(f"objeto: {objeto}\n\t\t{type(objeto)}")  print ("\*"\*50) #---------------------------------------------------------------------  tupla = tuple(objeto)  print(f"objeto: {tupla}\n\t\t{type(tupla)}")  print ("\*"\*50) #---------------------------------------------------------------------  conjunto = set(objeto)  print(f"objeto: {conjunto}\n\t\t{type(conjunto)}")  print ("\*"\*50) #---------------------------------------------------------------------  conjunto\_congelado = frozenset(objeto)  print(f"objeto: {conjunto\_congelado}\n\t\t{type(conjunto\_congelado)}")  print ("\*"\*50) #---------------------------------------------------------------------  lista = list(conjunto)  print(f"objeto: {lista }\n\t\t{type(lista)}")  print ("\*"\*50) #---------------------------------------------------------------------  dic=dict.fromkeys(lista,"valor a cargar")  print(f"objeto: {dic }\n\t\t{type(dic)}")  print ("\*"\*50) #--------------------------------------------------------------------- |   Salida esperada por consola   |  | | --- | | objeto: [1, 5, 9, 4, 1, 3, 7, 4, 6, 8, 7, 1, 3, 2, 9, 1, 0]  <class 'list'>  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  objeto: (1, 5, 9, 4, 1, 3, 7, 4, 6, 8, 7, 1, 3, 2, 9, 1, 0)  <class 'tuple'>  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  objeto: {0, 1, 2, 3, 4, 5, 6, 7, 8, 9}  <class 'set'>  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  objeto: frozenset({0, 1, 2, 3, 4, 5, 6, 7, 8, 9})  <class 'frozenset'>  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  objeto: [0, 1, 2, 3, 4, 5, 6, 7, 8, 9]  <class 'list'>  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  objeto: {0: 'valor a cargar', 1: 'valor a cargar', 2: 'valor a cargar', 3: 'valor a cargar', 4: 'valor a cargar', 5: 'valor a cargar', 6: 'valor a cargar', 7: 'valor a cargar', 8: 'valor a cargar', 9: 'valor a cargar'}  <class 'dict'>  \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* |   · |

·

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| ·bytearray es un tipo de dato mutable que representa una secuencia de bytes.  Puedes crear objetos bytearray para almacenar y manipular datos en forma de bytes.  Los objetos bytearray son similares a las listas, pero en lugar de almacenar elementos genéricos, almacenan bytes.  Creación de un bytearray:  Puedes crear un objeto bytearray de varias formas, como pasar una cadena de bytes, una lista de enteros o incluso especificar su longitud.  Código Python   |  | | --- | | # Crear un bytearray a partir de una cadena de bytes  byte\_array\_1 = bytearray(b'hello')  # Crear un bytearray a partir de una lista de enteros  byte\_array\_2 = bytearray([65, 66, 67, 68, 69])  # Crear un bytearray con una longitud específica  byte\_array\_3 = bytearray(10) # Crea un bytearray de 10 bytes con valores iniciales en 0 |   Acceso y modificación de elementos:  Puedes acceder a los elementos individuales de un bytearray utilizando índices y también modificarlos, ya que los objetos bytearray son mutables:  Código Python   |  | | --- | | byte\_array = bytearray(b'hello')  print(byte\_array[0]) # Imprime el valor del primer byte (104 en ASCII)  byte\_array[1] = 111 # Modifica el segundo byte a 111 ('o' en ASCII) |   Métodos útiles:  Los objetos bytearray tienen varios métodos que puedes utilizar para realizar diferentes operaciones, como concatenación, búsqueda y reemplazo:  Código Python   |  | | --- | | byte\_array = bytearray(b'hello')  byte\_array.append(100) # Agrega un byte al final  byte\_array.extend([101, 102]) # Extiende con varios bytes  index = byte\_array.index(108) # Encuentra el índice del byte 'l'  byte\_array.insert(index, 109) # Inserta el byte 'm' en el índice encontrado  byte\_array.remove(101) # Elimina la primera aparición del byte 101  byte\_array.replace(b'h', b'H') # Reemplaza todos los bytes 'h' con 'H' |   Conversión a otros tipos:  Puedes convertir un bytearray en una cadena de bytes (bytes) o en una cadena de caracteres (str) utilizando los métodos bytes() y decode() respectivamente:  Código Python   |  | | --- | | byte\_array = bytearray(b'hello')  byte\_string = bytes(byte\_array) # Convierte en una cadena de bytes  char\_string = byte\_array.decode('utf-8') # Decodifica a una cadena de caracteres |   Recuerda que bytearray es útil cuando necesitas manipular datos en forma de bytes de manera mutable. Si solo necesitas una secuencia inmutable de bytes, es mejor utilizar el tipo bytes.   |  | | --- | |  |   · |

**Operadores aritméticos.**

|  |  |
| --- | --- |
| operandos (objetos numéricos) | |
| + Suma | adicióna dos operandos. |
| - Resta | sustracción al valor del operando de la izquierda  - el valor del de la derecha.  Cambia el signo sobre un único operador. |
| \* | Multiplicación de dos operandos. |
| / | Divide el operando de la izquierda por el de la derecha.  La salida siempre es un float (genera un casting) |
| // | División entera se obtiene el cociente 'entero' de dividir el operando  de la izquierda por el de la derecha. |
| % | Módulo es el residuo que se obtiene el resto de dividir el entero del  operando de la izquierda por el de la derecha. |
| \*\* n | Potencia - Exponenciación eleva el operando de la izquierda a la  potencia del operador del de la derecha. |
| \*\* (1/n) | Radicación eleva el operando de la izquierda a la potencia de 1 (uno)  dividido el valor operador del de la derecha. |

Ejemplos :﻿﻿

|  |
| --- |
| t=[["","Addición- suma","x + y"],  ["-","Subtracción -resta","x - "],  ["\*","Multiplicación","x \* y"],  ["/","División","x / y"],  ["//","división entera","x // y"],  ["% ","Modulo resto"," x % y"],  ["\*\*","Exponenciación","x \*\* y"],  ["\*\*(1/n)","Radicación","x \*\*(1/y)"]]  print (tabulate(t))  a=8  print ("a=8")  print(f"el valor de {a=}")  #------------------------------  a=a+12  print ("a=a+12")  print(f"ahora el valor de {a=} Adicción- suma ")  #------------------------------  a=a-5  print ("a=a-5")  print(f"ahora el valor de {a=} Sustracción -resta")  #------------------------------  a=a\*2  print ("a=a\*2")  print(f"ahora el valor de {a=} Multiplicación ")  #------------------------------  a=a/3  print ("a=a/3")  print(f"ahora el valor de {a=} División")  #------------------------------  a=a%3  print ("a=a%3")  print(f"ahora el valor de {a=} Modulo resto")  #------------------------------  a=10  print ("a=10")  print(f"el valor de {a=}")  #------------------------------  a=a//3  print ("a=a//3")  print(f"ahora el valor de {a=} división entera")  #------------------------------  a=a\*12  print ("a=a\*12")  print(f"ahora el valor de {a=} Exponenciación ")  #------------------------------  a=a\*\*(1/2)  print ("a=a\*\*(1/2)")  print(f"ahora el valor de {a=} Radicación") |

La Radicación o Raiz.

Podemos considerar la radicación como un caso particular de la potenciación. En efecto, la raíz cuadrada de un numero (por ejemplo a) es igual que𝑎 elevado al 1/2, del mismo modo la raíz cúbica de a es a elevado al 1/3 y en general, la raíz enésima de un numero a es a elevado al 1/n.

****Nota:**** Aún cuando no afecta a la sintaxis, el uso de espacios entre los operadores aritméticos mejora la comprensión de las operaciones.

**Reglas de precedencia en operaciones aritméticas.**

Los operadores se apegan a la siguiente regla de precedencia siguiendo una secuencia de izquierda a derecha.

En Python, el orden de ejecución en una operación matemática sigue las reglas convencionales de la aritmética, siguiendo el concepto de "**PEMDAS**" (Paréntesis, Exponentes, Multiplicación y División, Adición y Substracción). Esto se refiere al orden en el que se evalúan las partes de una expresión matemática.

A continuación, desgloso cada parte del acrónimo "**PEMDAS**":

1. Paréntesis: Las operaciones dentro de paréntesis se evalúan primero. Si hay múltiples niveles de paréntesis anidados, se resuelven de adentro hacia afuera.

2. Exponentes: Las operaciones de exponentes se evalúan después de los paréntesis. Esto incluye operaciones como elevar un número a una potencia.

3. Multiplicación y División: Las multiplicaciones y divisiones se evalúan después de los exponentes. Se ejecutan de izquierda a derecha, en el orden en que aparecen en la expresión.

4. Adición y Substracción: Finalmente, las operaciones de suma /adición y substracción/ resta se evalúan después de las multiplicaciones y divisiones. Al igual que en el caso anterior, se ejecutan de izquierda a derecha, en el orden en que aparecen en la expresión.

Ejemplos:

Como se observa Python soporta números complejos y la parte imaginaria se representa con j ( en matemáticas se utiliza la letra i ).

Operadores de relación.

Los operadores de relación evalúan si dos valores/objetos cumplen con una condición específica. El resultado de esta evaluación es un objeto de tipo ****bool****.

|  |
| --- |
| == condición Igual a == b False  != condición Diferente a != b True  > mayor que a > b True  >= mayor igual que a >= b True  < menor que a < b False  <= menor igual que a <= b False |

·

|  |
| --- |
| t=[["==","Igual","x == y"],  ["!=","No igual / diferente","x != y"],  [">","mayor que","x > y"],  ["<","menor que","x < y"],  [">=","mayor igual que","x >= y"],  ["<=","menor igual que","x <= y"]]  print (tabulate(t))  a=8  b=9  c=10  d=5+5  print (f"{(a>b)=}")  print (f"{(a<b)=}")  print (f"{(a>=b)=}")  print (f"{(a<=b)=}")  print (f"{(a==b)=}")  print (f"{(a!=b)=}")  print (f"{((a<=b) and (c<=d))=}")  print (f"{((a>=b) and (c>=d))=}")  print (f"{((a<=b) or (c<=d))=}")  print (f"{((a>=b) or (c>=d))=}") |

,

**Operadores lógicos.**

|  |  |  |
| --- | --- | --- |
| **álgebra de Boole** | | |
| not | not True = False  not False = True | niegan la condición |
| and | True and True=True  True and False= False  False and True= False  False and False= False | True si todos los segmentos de la condición son True  False si al menos un segmento es False. |
| or | True or True=True  True or False= False  False or True= False  False or False= False | True si al menos un segmentos de la condición es True.  False si ninguno segmento es True. |

Estos operadores permiten la realización de las operaciones lógicas. Por lo general se realizan con objetos de tipo bool, pero Python también permite operaciones lógicas con otros tipos de datos.

En Python, los operadores lógicos tienen la siguiente precedencia (de mayor a menor):

1. not
2. and
3. or

Esto significa que el operador not se evalúa antes que and, y and se evalúa antes que or. Sin embargo, es recomendable usar paréntesis para evitar confusiones en expresiones complejas.

Por ejemplo, en la expresión not A and B or C, primero se evalúa not A, luego and, y finalmente or. Si queremos evaluar A and B antes de not, debemos usar paréntesis de la siguiente manera: not (A and B) or C.

|  |
| --- |
| #Operadores lógicos de Python (sentencias condiciónales):  x = 5  y = 5  and x > 0 and y < 18 # devuelve True ambos segmentos de la condición son True  or x < 0 or y < 18 # devuelve True alguno de los segmentos de la condición es True  not not(x < 0 or y > 18) # devuelve el booleano inverso a la condición, si es True devuelve False  y viceversa""") |

**Operadores de asignación.**

|  |  |  |
| --- | --- | --- |
| = asignación de int  = asignación de float  = asignación de str | a = 8  a = 3.14159  a = "Hola" | salida  real  booleana |
| + Suma  - Resta  \* Multiplicación  / División regular  // División entera  % Módulo  \*\* Exponenciación  \*\* 1 /radicación | a += b  a -= b  a \*= b  a /= b a  a //= b  a %= b  a = a \*\* b  a = a \*\* (1/b) | a = a + b  a = a - b  a = a \* b  a = a / b  a = a // b  a = a % b  a = a \*\* b  a = a \*\* (1/b) |
| walrus := Permite asignar un valor a una variable como parte de una expresión  while (user\_input := input("Ingresa un número (o 'salir' para terminar): ")) != 'salir':  print(f"Ingresaste: {user\_input}") | | |

Ejemplo :

Operadores de identidad.

·

|  |
| --- |
| Operadores de identidad  x=5  y=5  z=6  x is y devuelve True si el valor del primer objeto es el mismo que es segundo ver id  y not is z devuelve el booleano inverso a la condición, si es True devuelve False y viceversa""") |

**Bloques**

**Indentación de bloques de código.**

En Python la indentación forma parte de la sintaxis.

La indentación se utiliza para delimitar bloques de código agrupadas juntas dentro de un contexto (condicional, ciclo, función, etc.) que se ejecuta en un contexto particular- Ambitos. sin necesidad de utilizar caracteres delimitadores como ocurre en otros lenguajes de programación.

Por convención se utilizan cuatro espacios para indentar en vez de tabuladores. Para mayor referencia ir al PEP8.

Los bloques son una parte fundamental de la estructura del lenguaje y se utilizan para definir la estructura de control de flujo y la organización del código.

Condicionales If.

En los primeros años del cómputo, los programas consistían una secuencia lineal de instrucciones que eran ejecutadas por una máquina, tal como lo hace una pianola o una vieja caja de música. Sin embargo conforme esta disciplina se fue refinando, se volvió imperativo que el flujo de un programa de cómputo fuese lineal, sino que a partir de una serie de decisiones se ejecutaran diferentes bloques de código.

Mediante las estructuras derivadas de if, Python puede evaluar ciertas expresiones lógicas que resultarían finalmente en un valor booleano True o False , el cual ejecutaría el código correspondiente.

**Modificación de flujo condicional if**

|  |
| --- |
| Hasta ahora el flujo del programa fue de arriba hacia abajo y de izquierda a derecha. En occidente eso es muy normal. Pero hay lenguajes como árabes, hebreo, etc que se escriben de derecha a izquierda. Incluso hay ejemplos de poesía oriental incluso manga done se escribe el columnas de abajo hacia arriba. |

·

|  |  |  |
| --- | --- | --- |
| En IDE | comentarios | Salida esperada por consola |
| print (0)  print (1)  print (2)  print (3)  print (4)  print (5)  print (6)  print (7)  print (8)  print (9)  print (10) | El flujo del programa  es de arriba hacia abajo | 0  1  2  3  4  5  6  7  8  9  10 |

if else elif

* anidación
* lógica booleana

El flujo condicional "if" en el lenguaje Python se utiliza para tomar decisiones basadas en una condición (única o múltiple que veremos luego). La salida de la condición es una booleana, solo puede ser True o False.

Python utiliza la estructura condicional if-else-elif para tomar decisiones basadas en condiciones. Esta estructura te permite ejecutar diferentes bloques de código según el resultado de una o varias condiciones.

Puede modifica

**If-else:** Permite especificar una acción alternativa en caso de que la condición del "if" no se cumpla. El bloque de código dentro del "else" se ejecutará si la condición del "if" es falsa.

**If-elif-else:** Se puede encadenar varios bloques "elif" después de un "if" para evaluar múltiples condiciones en secuencia. El primer bloque "elif" cuya condición sea verdadera se ejecutará, o si ninguna condición es verdadera, se ejecutará el bloque "else" final.

**La sintaxis básica es la siguiente:**

|  |
| --- |
| if (condición):  # Código que se ejecuta si la condición es verdadera - True  else:  # Código que se ejecuta si la condición es falsa - False |

La condición debe ser una expresión que se evalúa como verdadera o falsa. Si la condición es verdadera, se ejecutará el código dentro del bloque de código del if. Si la condición es falsa, se ejecutará el código dentro del bloque de código del else.

También se puede utilizar una serie de estructuras condicionales elif para evaluar múltiples condiciones. La sintaxis sería la siguiente:

|  |
| --- |
| if (condición1):  # Código que se ejecuta si la condición1 es verdadera  elif (condición2):  # Código que se ejecuta si la condición2 es verdadera y la condición1 es falsa  elif (condición3):  # Código que se ejecuta si la condición3 es verdadera y las condiciones 1 y 2 son falsas  else:  # Código que se ejecuta si todas las condiciones anteriores son falsas |

En este caso, se evalúa cada condición en orden. Si alguna de las condiciones es verdadera, se ejecutará el código dentro del bloque de código correspondiente y se saldrá de la estructura condicional. Si todas las condiciones son falsas, se ejecutará el código dentro del bloque de código del else final.

Cabe destacar que la estructura condicional if-else puede anidarse para crear decisiones más complejas en el código.

Estructura if simple.

La palabra clave ****if**** siempre evalúa una expresión lógica y en caso de que dicha expresión de por resultado el valor ****True****, se ejecutará el código indentado justo por debajo del ****if****. En caso de que la declaración resulte en el valor ****False****, el intérprete ignorará el bloque de código indentado y éste continuará con la instrucción siguiente inmediata a la indentación.

|  |
| --- |
| <flujo principal>  ...  if <expresión lógica>:  <bloque inscrito a if>  <flujoprincipal> |
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Ejemplo :

El modulo 2 de 0 es 0 y cero es neutro, ni par ni impar, ni positivo ni negativo

Acá se ve un ejemplo de un if simple y a su vez vemos el uso de la función input la cual le pide un dato al usuario, ese dato siempre es un string (cadena de caracteres), y como necesitamos evaluarlo en el if como si fuera un entero lo convertimos con int(). Una vez obtenido, el if verifica la condición y si es True se ejecuta todo el bloque de código que esta identado dentro del if. Y si da False se ignora y continua con el flujo del programa.

Estructura if con else.

Si el resultado de la expresión lógica evaluada por if da por resultado False, se puede utilizar else para ejecutar el bloque de código indentado debajo de esta expresión.

|  |
| --- |
| <flujo principal>  if <expresión lógica> :  <bloque inscrito al if>  else:  <bloque inscrito al else>  <flujo principal> |

A continuación se muestra un diagrama de flujo que ejemplifica al uso del condicional if con else :

![](data:image/png;base64,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)

ejemplo :

|  |  |  |  |
| --- | --- | --- | --- |
| Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 2  nota\_3er\_p = 7  nota\_4to\_p = 6  suma = nota\_1er\_p + nota\_2do\_p + nota\_3er\_p + nota\_4to\_p  media= suma/4  print (f"la media de las notas es {media}")  if (media <7):# desde -infinito a 6.999  print (f"no alcanzo el mínimo de 7 para aprobar el curso")  else:# todo valor que no haya entrado en la condición if, media debe ser mayor o igual a 7  print (f"curso aprobado") |   Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 8  nota\_3er\_p = 7  nota\_4to\_p = 6 |   Salida esperada por consola   |  | | --- | | la media de las notas es 7.50 -  curso aprobado |   · |

ver mayúsculas y minúsculas (métodos de strings)

Estructura if...elif...else.

Es posible evaluar más de una expresión lógica mediante el uso de elif. En el caso de que exista más de una expresión lógica que de por resultado True, Python ejecutará solamente el código delimitado por la primera que ocurra.

En caso de que ninguna de las condiciones de por resultado True se puede utilizar else al final de la estructura.

|  |
| --- |
| <flujo principal>  if <expresión lógica> :  <bloque inscrito al if>  elif <expresión lógica> :  <bloque inscrito al elif>  elif <expresión lógica> :  <bloque inscrito al elif>  ...  else:  <bloque inscrito al else>  <flujo principal> |

A continuación se muestra un diagrama de flujo que ejemplifica al uso del condicional if con elif y else :
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ejemplo :

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 2#<---------------------------------modificado  nota\_3er\_p = 7  nota\_4to\_p = 6 |   Salida esperada por consola   |  | | --- | | la media de las notas es 6.00 -  no alcanzo el mínimo de 7 para aprobar el curso |   · |

·

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 8  nota\_3er\_p = 7  nota\_4to\_p = 6  suma = nota\_1er\_p + nota\_2do\_p + nota\_3er\_p + nota\_4to\_p  media= suma/4  print (f"la media de las notas es {media}")  if (media <7):# desde -infinito a 6.999  print (f"no alcanzo el mínimo de 7 para aprobar el curso")  elif (media <9):# todo valor que no haya entrado en la condición if,  # media debe ser mayor o igual a 7 pero debe ser menor a 9  print (f"curso aprobado")  else: # todo valor que no haya entrado en la condición if,  # media debe ser mayor o igual a a 9  print (f" felicitaciones. Al cuadro de honor") |   Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 8  nota\_3er\_p = 7  nota\_4to\_p = 6 |   Salida esperada por consola   |  | | --- | | la media de las notas es 7.50 -  curso aprobado |   Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 2#<---------------------------------modificado  nota\_3er\_p = 7  nota\_4to\_p = 6 |   Salida esperada por consola   |  | | --- | | la media de las notas es 6.00 -  no alcanzo el mínimo de 7 para aprobar el curso |   Código Python   |  | | --- | | nota\_1er\_p = 10#<---------------------------------modificado  nota\_2do\_p = 9#<----------------------------------modificado  nota\_3er\_p = 10#<---------------------------------modificado  nota\_4to\_p = 9#<----------------------------------modificado |   Salida esperada con   |  | | --- | | la media de las notas es 9.50 -  felicitaciones. Al cuadro de honor |   . |

·

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Código Python   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 8  nota\_3er\_p = 2  nota\_4to\_p = 10  suma = nota\_1er\_p + nota\_2do\_p + nota\_3er\_p + nota\_4to\_p  media= suma/4  print (f"la media de las notas es {media}")  if (media <7):# desde -infinito a 6.999  print (f"no alcanzo el mínimo de 7 para aprobar el curso")  elif (nota\_1er\_p>=4) and (nota\_2do\_p>=4) and (nota\_3er\_p>=4) and (nota\_4to\_p>=4) :  # todo valor que no haya entrado en la condición  # media mayor a 7  # todos los bimestres aprobados  print (f"curso aprobado")  else:  # media mayor a 7  # al menos un bimestre menos a 4  print (f"tenes que recuperar un bimestre") |   con   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 8  nota\_3er\_p = 7  nota\_4to\_p = 6 |   Salida esperada por consola   |  | | --- | | la media de las notas es 7.50 -  curso aprobado |   con   |  | | --- | | nota\_1er\_p = 9  nota\_2do\_p = 8  nota\_3er\_p = 2  nota\_4to\_p = 10 |   Salida esperada por consola   |  | | --- | | la media de las notas es 7.25 -  tenes que recuperar un bimestre |   . |

Estructura de coincidencia match case.

A partir de Python 3.10, se ha añadido una nueva característica llamada match case, que es una nueva forma de expresión de control de flujo. La sintaxis de la expresión match case se asemeja a la de la sentencia switch de otros lenguajes de programación.

La expresión match case se utiliza para comparar un valor con varias opciones y ejecutar un bloque de código correspondiente a la opción coincidente. Es similar a la sentencia if-elif-else, pero con una sintaxis más simple y expresiva.

La sintaxis básica de match case es la siguiente

|  |
| --- |
| match <valor>:  case <opcion1>:  <Bloque de código para la opcion1>  case opcion2:  <Bloque de código para la opcion2>  ...  case opcionN:  <Bloque de código para la opcionN > <<  case \_:  <Bloque de código para cualquier otra opción> |

ejemplo:

La sintaxis básica es la siguiente:

|  |
| --- |
| match (objeto):  case 'A':  print (f" opción abrir")  case 'B':  print (f" opción borrar")  case 'C':  print (f" opción copiar")  case 'S':  print (f" adios")  case other:  print (f" opción no valida") |

La estructura match case en lenguaje Python se utiliza para realizar selecciones múltiples basadas en el valor de una expresión.

Aquí tienes un ejemplo básico de cómo usar match case:

En este ejemplo, se le pide al usuario que seleccione una opción del 1 al 3. Luego, se utiliza match (optar) para evaluar el valor de optar y ejecutar el bloque de código correspondiente al caso coincidente.

|  |  |  |  |
| --- | --- | --- | --- |
| Código Python   |  | | --- | | optar = input("Ingresa una opción:  1) para Abrir  2) para Borrar  3) para Copiar  4) para Salir")  match (int(optar)):  case 1:  print (f" opción abrir")  case 2:  print (f" opción borrar")  case 3:  print (f" opción copiar")  case 4:  print (f" adios")  case other:  print (f" opción no valida") |   ·  Case en Python permite or   |  | | --- | | match entero:  case (1) | (2) | (3): |   Case en python permite colecciones   |  | | --- | | match string:  case (["A", "B", "C", "D","E","F" ]): |   · |

Bucles:

Otras Estructuras de control de flujo son los bucles. En Python existen dos tipos de bucles :

Bucles While:

Un bucle while es una estructura de control de flujo en Python que se utiliza para repetir una serie de instrucciones mientras se cumple una determinada condición.

La sintaxis del bucle while es la siguiente:

|  |
| --- |
| <flujo de programa>  ...  while <condición>:  <Bloque de código>  <continua flujo del programa> |

Ejemplo de bucle while simple:

En este ejemplo el while comprueba que el valor de la variable sea mayor igual a 0, si esto se cumple imprime el valor y reduce el mismo para poder salir en algún momento del bucle, si no se introduce ese conteo el bucle pasa a hacer un bucle infinito bloqueando el programa hasta que el usuario lo cierre a la fuerza.

Condiciones y Bucles

La sintaxis básica es la siguiente:

|  |
| --- |
| while (condición):  # Código que se ejecuta **MIENTRAS** la condición es verdadera - True  Código que se ejecuta cuando la condición pasa a ser falsa - False |

En Python, la función while se utiliza para crear bucles o ciclos que se ejecutan mientras una determinada condición sea verdadera. El bloque de código dentro del while se repetirá continuamente hasta que la condición se evalúe como falsa.

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | contador = 0  while contador < 5:  print(f"El contador es: {contador}")  contador =contador + 1  print("Adios...") |   Salida esperada por consola   |  | | --- | | El contador es: 0  El contador es: 1  El contador es: 2  El contador es: 3  El contador es: 4  Adios... |   · |

En el ejemplo anterior, creamos una variable contador inicializada en 0. Luego, utilizamos la función while para repetir un bloque de código mientras la condición contador < 5 sea verdadera.

Dentro del bucle while, imprimimos el valor actual del contador y luego incrementamos su valor en 1 utilizando contador = contador + 1.

Esto asegura que el bucle eventualmente terminará cuando la condición se evalúe como falsa.

**Modificación de ejecución en un bucle while.**

En ciertas circunstancias es necesario interrumpir el flujo lógico de un programa. Python cuenta con los siguientes recursos para hacerlo.

**Break:**

Interrupciones de ejecución de un bloque while.

La palabra reservada break termina prematuramente la ejecución del bloque de código en el que se encuentra y restablece el flujo de ejecución al bloque de código que lo precede.

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | numero =0  while True :# bucle infinito……. while True is True  numero += 1:  print (f"el valor de {numero =}")  if numero == 6:  print("break")  break |   Salida esperada por consola   |  | | --- | | el valor de numero =1  el valor de numero =2  el valor de numero =3  el valor de numero =4  el valor de numero =5  el valor de numero =6  break |   · |

·

**break:**- En el siguiente trabajamos a la inversa

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | contador = 15  while contador !=0:  print(f"El contador es: {contador}")  contador = contador - 1  if contador == 5:  print("break")  break  print("Adios...") |   Salida esperada por consola   |  | | --- | | El contador es: 15  El contador es: 14  El contador es: 13  El contador es: 12  El contador es: 11  El contador es: 10  El contador es: 9  El contador es: 8  El contador es: 7  El contador es: 6  break  Adios... |   · |

.

Continue

La palabra reservada continue termina de forma prematura la ejecución de un bloque dentro de un ciclo y vuelve al inicio del bucle.

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | numero =0  while numero<=10:  numero += 1:  print (f"el valor de {numero =}")  if numero%2 == 0:  print("\t\tcontinue x par")  continue  print("\timpar") |   Salida esperada por consola   |  | | --- | | el valor de numero =1  impar  el valor de numero =2  continue x par  el valor de numero =3  impar  el valor de numero =4  continue x par  el valor de numero =5  impar  el valor de numero =6  continue x par  el valor de numero =7  impar  el valor de numero =8  continue x par  el valor de numero =9  impar  el valor de numero =10  continue x par |   · |

·

Continue:

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | contador = 15  while contador !=0:  print(f"El contador es: {contador}")  contador = contador - 1  if contador%2 == 0:  print("\t\tcontinue x par")  continue  print("\timpar")  print("Adios...") |   Salida esperada por consola   |  | | --- | | El contador es: 15  continue x par  El contador es: 14  impar  El contador es: 13  continue x par  El contador es: 12  impar  El contador es: 11  continue x par  El contador es: 10  impar  El contador es: 9  continue x par  El contador es: 8  impar  El contador es: 7  continue x par  El contador es: 6  impar  El contador es: 5  continue x par  El contador es: 4  impar  El contador es: 3  continue x par  El contador es: 2  impar  El contador es: 1 |   · |

Anidación:

Código Python

En esta modificación del código anterior incluye un break que rompe el bucle si ciclo supero un valor que imponemos antes.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Código Python   |  | | --- | | valor=""  while True:  while not valor.isdigit() or int(valor) <1 or int(valor) >99:  valor = input ("Ingrese in valor entre 1 y 99 :")  print("ok")  valor = int (valor)  break |   Salida esperada por consola   |  |  |  | | --- | --- | --- | | Ingrese in valor entre 1 y 99 :100  Ingrese in valor entre 1 y 99 :0   |  |  | | --- | --- | | Ingrese in valor entre 1 y 99 : | 5 |   ok |   · |

·

|  |  |
| --- | --- |
| Código Python   |  | | --- | | optar = ""  while optar < 5:  optar = input("Ingresa una opción:  1) para Abrir  2) para Borrar  3) para Copiar  4) para Salir")  match (int(optar)):  case 1:  print (f" opción abrir")  case 2:  print (f" opción borrar")  case 3:  print (f" opción copiar")  case 4:  print (f" adios")  case other:  print (f" opción no valida") |   · |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | externo=0  while externo <10:  interno=0  while interno <10:  print (f"{externo} - {interno}", end=" | ")  interno+=1  print()  externo+=1 |   Salida esperada por consola   |  | | --- | | 0 - 0 | 0 - 1 | 0 - 2 | 0 - 3 | 0 - 4 | 0 - 5 | 0 - 6 | 0 - 7 | 0 - 8 | 0 - 9 |  1 - 0 | 1 - 1 | 1 - 2 | 1 - 3 | 1 - 4 | 1 - 5 | 1 - 6 | 1 - 7 | 1 - 8 | 1 - 9 |  2 - 0 | 2 - 1 | 2 - 2 | 2 - 3 | 2 - 4 | 2 - 5 | 2 - 6 | 2 - 7 | 2 - 8 | 2 - 9 |  3 - 0 | 3 - 1 | 3 - 2 | 3 - 3 | 3 - 4 | 3 - 5 | 3 - 6 | 3 - 7 | 3 - 8 | 3 - 9 |  4 - 0 | 4 - 1 | 4 - 2 | 4 - 3 | 4 - 4 | 4 - 5 | 4 - 6 | 4 - 7 | 4 - 8 | 4 - 9 |  5 - 0 | 5 - 1 | 5 - 2 | 5 - 3 | 5 - 4 | 5 - 5 | 5 - 6 | 5 - 7 | 5 - 8 | 5 - 9 |  6 - 0 | 6 - 1 | 6 - 2 | 6 - 3 | 6 - 4 | 6 - 5 | 6 - 6 | 6 - 7 | 6 - 8 | 6 - 9 |  7 - 0 | 7 - 1 | 7 - 2 | 7 - 3 | 7 - 4 | 7 - 5 | 7 - 6 | 7 - 7 | 7 - 8 | 7 - 9 |  8 - 0 | 8 - 1 | 8 - 2 | 8 - 3 | 8 - 4 | 8 - 5 | 8 - 6 | 8 - 7 | 8 - 8 | 8 - 9 |  9 - 0 | 9 - 1 | 9 - 2 | 9 - 3 | 9 - 4 | 9 - 5 | 9 - 6 | 9 - 7 | 9 - 8 | 9 - 9 | |   · |

Los bucles al ser controladores de flujo incluyen la instrucción else por si la condición llega a no cumplirse.

En este ultimo ejemplo se ve como hay un else en la misma linea que el while, este else va tomar el flujo una vez que la condición del while no se cumple. Acá hay una bandera para saber si entro o no al while para poder hacer la impresión exacta, no confundir con el otro else que corresponde al bloque del if.

**Validación de datos : while**

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | while entrada != 'S':  entrada = input ('¿ desea salir ? (S/N) :').upper()  print('seguimos en el while')  print ('Salimos, la variable entrada es igual a S') |   Salida esperada por consola   |  | | --- | | ¿ desea salir ? (S/N) : n  seguimos en el while  ¿ desea salir ? (S/N) : s  seguimos en el while  Salimos, la variable entrada es igual a S |   · |

·

**Operadores de identidad en condicionales:**

**is**  True si ambos operandos hacen referencia al mismo objeto.

False en caso contrario.

**is not** True si ambos operandos NO hacen referencia al mismo objeto.

False en caso contrario.

|  |
| --- |
| Registramos un objeto string para poder usar sus métodos isnumber() o isdigit() o isnumeric()  Generamos un while MIENTRAS el objeto string ingresado NO este compuesto solo por números.  Ingresamos un objeto string mediante un input dentro de un while  El bucle while se mantiene mientras la condición sea True por lo que si la niego o pido que sea falsa False obtendré una salida en el momento que ingrese un numero |

·

|  |
| --- |
| Un string es una cadena de caracteres.  Cada eslabón es un caracter.  isnumber() o isdigit() o isnumeric() evalua que cada caracter de la cadena sea un numero (0 a 9) |

·

|  |
| --- |
| Creo un objeto tipo str para poder usar sus métodos  Todo input devuelve un string  Para validar usamos algún método booleano de string  Si es necesario validar números .isdecimal() o isnumeric() o isdigit() por ahora son similares  casting de str a int |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | entrada=""  while entrada.isdecimal() is False:  entrada = input ('un numero entero :')  print ('Salimos')  print (f"El tipo de dato es {type(entrada)}")  entrada = int(entrada)# casting de str a int  print (f'la variable entrada es igual a {entrada}')  print (f"El tipo de dato es {type(entrada)}") |   Salida esperada por consola   |  | | --- | | un numero entero : puntos 3 # no aceptada  un numero entero : 3 puntos # no aceptada  un numero entero : 8 # aceptada  Salimos  El tipo de dato es <class 'str'>  la variable entrada es igual a 8  El tipo de dato es <class 'int'> |   · |

·

|  |
| --- |
| Si es un numero con punto decimal  usamos replace dentro del while donde si encontramos puntos ('.') lo cambiamos por un string vacio ('')  Un string es una cadena de caracteres.  Cada eslabón es un caracter.  En un numero decimal tengo un caracter punto (.) que separa la parte entere de la decimales  pi= 3.14159  \*\*no es numero  isnumber() o isdigit() o isnumeric() evaluá que cada caracter de la cadena sea un numero (0 a 9)  pi= 3.14159  pi.replace(".","")  se lee como 314159 sin punto, Esto permite usar isnumber() o isdigit() o isnumeric() |

·

|  |  |  |
| --- | --- | --- |
| Código Python   |  | | --- | | entrada=""  while entrada.replace(".","").isdecimal() is False:  entrada = input ('un numero flotante :')  print ('Salimos')  print (f"El tipo de dato es {type(entrada)}")  entrada = float(entrada)# casting de str a float  print (f'la variable entrada es igual a {entrada}')  print (f"El tipo de dato es {type(entrada)}") |   Salida esperada por consola   |  | | --- | | un numero flotante : 3 puntos # no aceptada  un numero flotante : 3 puntos 14159 # no aceptada  un numero flotante : 3.14159 # aceptada  Salimos  El tipo de dato es <class 'str'>  la variable entrada es igual a 3.14159  El tipo de dato es <class 'float'> |   · |

·

|  |
| --- |
| Se puede usar la misma función evaluada e formas distintas.  while entrada.replace(".","").isdecimal() **is False:**  while entrada.replace(".","").isdecimal() **is not True:**  while **not** entrada.replace(".","").isdecimal() **:**  comprobar que el bucle mientras no se cumple deja encerrado al usuario. |

·

|  |
| --- |
| Tengan en cuenta que la función **while** lleva una condición como un **if** pero el bloque de información que esta indentada se repite, itera, hasta que la condición sea **True**  Es decir. para poder salir del bucle, busco un False - not True |

·

Bucle For módulo 2 luego de colecciones

|  |
| --- |
| En física, existen varias constantes fundamentales que juegan un papel crucial en diversas teorías y ecuaciones. Aquí tienes algunos ejemplos de constantes importantes en física:  ¿que estructura de datos utilizarías?  Velocidad de la luz en el vacío (c): Es la velocidad máxima a la que puede propagarse la luz en el vacío y es una constante fundamental en la teoría de la relatividad. Su valor aproximado es 299792458 metros por segundo.  Constante gravitacional (G): Es una constante que aparece en la ley de gravitación universal de Newton y determina la fuerza gravitatoria entre dos objetos masivos. Su valor aproximado es 6.67430 \* 10\*\*-11 m³/(kg·s²).  Carga elemental (e): Es la carga eléctrica fundamental de un electrón o un protón. Su valor es aproximadamente 1.602 \* 10\*\*-19 culombios.  Constante de Planck (h): Es una constante que está relacionada con la cuantización de la energía y se utiliza en la mecánica cuántica. Su valor es aproximadamente 6.62607015 \* 10\*\*-34 julios-segundo.  Constante de Boltzmann (k): Es una constante que relaciona la temperatura con la energía en la física estadística y termodinámica. Su valor es aproximadamente 1.380649 \* 10\*\*-23 julios por kelvin.  Número de Avogadro (NA): Es el número de átomos o moléculas en un mol de sustancia. Su valor aproximado es 6.022 \* 10\*\*23 moléculas por mol.  Masa del electrón (me): Es la masa de un electrón, una partícula subatómica con carga negativa. Su valor es aproximadamente 9.10938356 \* 10\*\*-31 kilogramos.  Masa del protón (mp): Es la masa de un protón, una partícula subatómica con carga positiva. Su valor es aproximadamente 1.67262192 \* 10\*\*-27 kilogramos.  Masa del neutrón (mn): Es la masa de un neutrón, una partícula subatómica sin carga eléctrica. Su valor es aproximadamente 1.674927471 \* 10\*\*-27 kilogramos.  Constante de la ley de Coulomb (k\_e): Es una constante que aparece en la ley de Coulomb, que describe la fuerza electrostática entre dos cargas eléctricas. Su valor es aproximadamente 8.9875517923 \* 10\*\*9 N m\*\*2/C\*\*2.  Constante de permeabilidad del vacío (μ0): Es una constante que está relacionada con la magnetostática y determina la fuerza magnética entre corrientes eléctricas. Su valor es aproximadamente 4π \* 10\*\*-7 T m/A.  Constante de la ley de Stefan-Boltzmann (σ): Es una constante que aparece en la ley de Stefan-Boltzmann, que relaciona la radiación emitida por un cuerpo negro con su temperatura. Su valor es aproximadamente 5.670374419 \* 10\*\*-8 W/(m\*\*2 K\*\*4). |